Enhanced Semantic Web Service Discovery Using Machine Learning on Mapped WSMO Services
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Abstract—Web services were traditionally defined using the Web Service Description Language (WSDL) as it was the World Wide Web Consortium’s standard recommendation for web service description. Later on, with the advent of knowledge representation using ontologies, more and more services were designed using ontological models, more specifically the Semantic Mark-up for Web Ontology Language (OWL-S). And to make use of the huge number of existing web service repositories, a mapping from WSDL to OWL-S was created. But, OWL-S was just an extension of OWL and required additional support such as external Rule Languages in order to bring out the best of its semantic capabilities. Another better ontological knowledge representation model, the Web Service Modeling Ontology (WSMO), is an entirely conceptual model having its own semantic framework for handling web services, but lacks the extensibility of OWL-S. Therefore, a model for mapping WSDL to WSMO is proposed. And thereafter the automated semantic web service discovery mechanism, for WSMO based web services, is to be enhanced using machine learning algorithm.
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I. INTRODUCTION

Formally, Semantic Web [1] can be described as an extension of the present web, which is able to describe things in a way that computers can understand using Ontologies [2]. Ontologies define the concepts and relationships used to describe and represent an area of knowledge. In terms of web services, they can be used to describe the role of web services, define their characteristics and thus help automate the process of definition, discovery, invocation and composition. Such automated services based on ontologies described using machine understandable technologies are termed as Semantic Web Services (SWS). The semantic web services life cycle can be defined as follows: Description, Discovery, Invocation, Composition, Inter-Operation, Execution and Monitoring the service for future changes.

II. RELATED WORK

A. Web Services

A web service may be simply represented as an entity that comprises of a web bound computational element with a set of input and output parameters. It is in a basic way, a means of exchanging application messages [3] between different systems over the World Wide Web. It mostly consists of three components: a representational format such as WSDL or OWL-S or WSMO, a messaging protocol such as Simple Object Access Protocol (SOAP) to transfer the input requests and the output responses between the end-point systems and finally, a transportation protocol such as Hyper-Text Transfer Protocol (HTTP) on which the web service operates.

B. Web Service Description Language (WSDL)

The Web Services Description Language (WSDL) is an XML-based language that is used for describing the functionality offered by a Web service [4]. A WSDL description of a web service (also referred to as a WSDL file) provides a machine-readable description of how the service can be called, what parameters it expects and what data structures it returns. It thus serves a roughly similar purpose as a Method signature in a programming language.

C. Semantic Mark-up for Web Ontology Language (OWL-S)

OWL-S [5] formerly known as DAML-S is a knowledge representation model made up of several ontologies of services extended from the OWL model for automatic description, discovery, invocation and composition of the web resources. This allows the service providers and consumers to make use of semantic technologies in WSDL files. To make use of a Web service, a software agent needs a computer-interpretable description of the service, and the means by which it is accessed. An important goal for Semantic Web mark-up languages, then, is
to establish a framework within which these descriptions are made and shared, which is made possible by OWL-S.

D. Web Service Modeling Ontology (WSMO)

The Web Service Modeling Ontology (WSMO) provides a conceptual framework and a formal language for semantically describing all relevant aspects of Web services [6]. In order to facilitate the automation of discovering, combining and invoking electronic services over the Web. It consists of four main components, which are Ontologies, Web Service descriptions, Mediators and Goals. It uses the Web Service Modeling Language (WSML) as its representational language and has its own in-built reasoning engines.

E. OWLS-S and WSMO – A Comparison

OWL-S is an extensible model and was basically extended for traditional web services (i.e.) designed to semantically enhance WSDL [7]. It is better suited for Semantic Web Service (SWS) description and discovery. While WSMO is a conceptual model and was created as a standalone ontology model based on Web Service Modeling Framework (WSMF) [8] and has its own set of representations, tools and techniques and is most useful modeling and execution environment of SWS. When it comes to input and output parameters OWL-S does not support entire domain ontologies nor does it support anything other than binary predicates in terms of arity (parameters for logical functions) represented by properties. But WSMO not only allows entire domain ontologies as input/output parameters, but also supports n-ary arity thus making logical reasoning more simple and efficient [9].

WSMO’s goal component can be used to represent any of the client’s output perspectives in different possible manners that the clients may perceive [10]. But OWL-S does not have such flexibility and so can only describe a specific format of the output. This may result in the client not being able to discover what they expect as per their perception, even though their requirements are met by the service. Also, according to Lina Azleny Kamaruddin et al., [10], OWL-S uses only a single modeling element for both the service requestor and the service provider’s service profile. WSMO on the other hand allows creation of multiple service profiles [11] in an easy manner.

Since OWL-S is an extensible model, it does not have any native Rule Languages [12] and has to borrow from external Rule Languages which can lead to inefficient rule handling and un-decidability. The OWL-S language has 3 levels of expressiveness while WSMO has 5 levels. The higher the level of expressiveness, the ontology is able to express more in-depth meaning but becomes very complex to understand, since WSMO uses more expressiveness it is supposedly more complex and involves extra cost. But it makes use of Logical Language based Reasoning techniques as a positive trade-off for the costs involved.

The OWL-S is based on the highly popular but very limited Resource Description Format (RDF) and uses Description Logic (DL) to enrich the web services with semantics [5]. And WSMO is based on Frame Logic and Logic Programming (LP). The syntax of LP is almost an Object Oriented (or Ontological) notational variant of normal Logic Programming [6]. Hence it can easily represent ontologies by describing concepts, relations and inference rules.

Finally, OWL is designed as an extensible model. Hence it can easily interact with existing ontologies, data and technologies available from the non-semantic web services. Since WSMO is an independent model, it cannot re-use domain ontologies developed in diverse domains, thus not allowing the service providers to model the diverse concepts related to services. This implies a strong need for mapping to WSMO technology from different other technologies.

From the study of the above papers it is inferred that WSMO clearly has a very good advantage over OWL-S, as it has very good interoperability with existing web service technologies, and provides support for ontology reuse. While the mapping between WSDL and OWL-S [13] serves as an advantage for OWL-S, it still doesn’t cover WSMO’s positive features and also doesn’t have a dedicated ontology editor, as it uses only the popular but generic Protégé [14] ontology editor. WSMO can be a better option because of the following: High support for rules at design and execution level with effective editing facilities using the Web Service Modeling Toolkit (WSMT) [15] and the possibilities of exploiting several mature and matching technologies developed for OWL ontologies.

Therefore a mapping between WSDL and WSMO will substantially enhance the usage of WSMO and its list of extensive features with respect to legacy services as well.
III. PROPOSED SYSTEM

The proposed system maps the existing WSDL based non-semantic web service documents/files to a structure corresponding to the WSMO architecture. This is done by analyzing and processing each and every individual entity of the WSDL documents. These may be either a representational entity that describes the information contained within it. Or it may be the parameter-names/types supplied by the service provider regarding the web service. It can also include the actual atomic values for any of those parameters. Once processed, these entities are mapped to the corresponding ontological elements of WSMO architecture and are then written to a file with the .wsml extension, which is the representational language of WSMO.

Fig. 1. Proposed System Architecture

In the next phase of this work, these mapped services will be subjected to a machine learning based, enhanced SWS discovery mechanism. Along with other native WSMO based services as well. This discovery process, with various combinations of these two sets of mapped and native SWS documents, allows us to test the performance of the enhanced discovery mechanism for WSMO. The efficiency of the WSDL-WSMO mapping can also be compared by using the native service based discovery engine results as the benchmark.

The system design consists of the following components: XML Parser, which parses the tags into their Functional and Operational sections respectively. The Keyword Analyzer, Ontology Mapping Engine and the Manual Approval module. In Figure 2, with regards to the manual approval process, the service provider’s choice for manual approval, will override any other conditions.

1. If the service providers specify that, all mapped services are to be checked manually, then, every mapped service will be checked.
2. If the service providers specify that, no manual check is to be performed, then, there will no checking at all, even if there are errors/inconsistencies/in-sufficient data in the mapped services.
3. If the service providers specify that, a check is done based on the conditions given below, then, those conditions are checked. And if the services satisfy even one of them, manual intervention is requested.
   a) If the number of goals are zero or less than required, after the service has been mapped, manual addition of the goals can be requested.
b) If there are no values for certain non-functional properties, then fill them using manual intervention.

Fig. 2. Flow diagram of the Mapping Phase

F. Algorithm for Mapping

INPUT: WSDL Files
OUTPUT: WSMO Files
BEGIN
While (more WSDL files available)
Read and parse the WSDL elements
Separate functional/descriptive elements as $E_D$
Separate operational elements as $E_O$
Extract keywords $K_{1..n}$ in $E_D$ and $E_O$
For each $k$ in $K_{1..n}$
    Map $k$ to its corresponding WSMO ontology $W_k$
End for
If (manual check required is true)
    Ask for input from service provider
End if
Generate WSMO file from ontology mappings
End While
END
IV. MODULES AND COMPONENTS

A. XML Parser

This module does the job of reading the several XML based WSDL documents and parsing the WSDL tags individually. So that, the entities represented by these tags, can be stored separately, based on their purpose in describing the web service. This is achieved by utilizing the tag elements, attributes and their values that are obtained from the parser. Any parser available in the public domain can be used for this purpose. Since the categorization can be easily done on the parser’s output.

B. Keyword Analyzer

Based on the WSDL tags, attributes and their values, WSMO specific keywords are extracted using the keyword analyzer, which makes use of WordNet [22] for common language constants classification and a small WSDL elements based repositories for identifying the type of values the keywords represent. The keywords are then mostly classified into one of the following categories. Uniform Resource Identifiers (URI), Data Types and Values, Functions or Operations, Constraints on properties, Functional Properties (FP) and Non-Functional Properties (NFP).

C. Ontology Mapping Engine

This engine takes its input from the keyword analyzer and maps into to the corresponding WSMO element in the required ontological structure. This mapping is done using a customized algorithm. In order to efficiently make use of the existing web services both WSDL 1.1 and WSDL 2.0 specifications are considered when mapping to WSMO. As every entity is represented as an Ontological entity, except for literals and constants, this mapping algorithm is sufficient to generate the set of WSMO based files for further service discovery. But WSDL basically is a non-semantic language and hence it may lack some of the vital information such as the different goal perspectives from the client’s point of view. Therefore, before generating the WSMO files a manual check and addition of data is performed, which maybe skipped based on the service provider’s preferences thereby, avoiding or, at least reducing the bottleneck created by the human involvement.

D. Semantic Web Service Discovery Engine

This is the ultimate goal of this work, that is, to enhance the semantic web service discovery based on machine learning algorithmic techniques. The discovery process is to be applied on both native WSMO based services and the ones mapped from WSDL. And intend to bridge the gap in discovering technologically older but still useful services. This module is planned to done for the next phase of the work. A literature survey [16, 17] is being performed at this stage in-order to find if a suitable machine learning algorithm exists or if any customization is needed based on an existing algorithm. This is because the algorithm must efficiently discover both mapped and native WSMO services which differ in the amount and quality of semantic data offered..

V. SOFTWARE DESCRIPTION

A. Eclipse Indigo

Eclipse Indigo is multi-language integrated development environment (IDE) for software development. It comprises of an in-built text editor, several compilers for various languages and also an extensible plug-in system. It can support the development and deployment of web services. And also supports some of the more popular languages such as C/C++, PHP, Java, Python and Android SDK.

B. JAXP Library

The Java API for XML Processing (JAXP) is for processing XML data using applications written in the Java programming language. JAXP leverages the parser standards Simple API for XML Parsing (SAX) and Document Object Model (DOM) so that the developer can choose to parse the data as a stream of events or to build an object representation of it. JAXP also supports the Extensible Style Sheet Language Transformations (XSLT) standard, giving control over the presentation of the data and enabling conversion of the data to other XML documents or to other formats, such as HTML. JAXP also provides namespace support, which allows working with Document Type Definitions (DTDs) that might otherwise have naming conflicts.

VI. IMPLEMENTATION

Implementation was done for the mapping phase. The job of xml parser is to read and parse WSDL tags and separate them as descriptive and operational tags. Input dataset was obtained from OWL-S TC. A Web service repository of WSDL files for testing service retrieval [21]. It is followed by the keyword analyzer module. It utilizes the WSDL keyword’s type to determine its appropriate place in the final WSML document. The mapping structure followed in this work is given in Figure 3. Finally the actual conversion process takes place wherein the capability descriptions of the WSML are defined by using the WSDL Port Type elements and the WSDL messages that serve as the input and outputs of the web service.
VII. RESULTS AND DISCUSSION

After the WSDL file is passed on to the Parser, it extracts all the individual elements in the file which are then processed by our program and classified into different types of elements based on their properties. A sample screenshot of a processed WSDL file is given in Figure 4.

Fig. 4. Parsed WSDL File
These parsed files are then analyzed for keywords and the keywords are grouped into operational and descriptional keywords which will aid in the framing of WSML files based on these keyword types. Finally the keywords are used to find the WSML equivalent of the WSDL elements and are placed in their appropriate positions as shown in Figure 5. A sample of the final mapped WSML document can be seen in Figure 6.

<table>
<thead>
<tr>
<th>S.No</th>
<th>Key No.</th>
<th>Keyword</th>
<th>Type</th>
<th>File Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>&lt;?xml version=&quot;1.0&quot; encoding=&quot;UTF-8...</td>
<td>START DOCUMENT</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>2</td>
<td>2</td>
<td>wsdl:definitions</td>
<td>WSDL Definitions</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>3</td>
<td>3</td>
<td>targetNamespace</td>
<td>TARGET NAMESPACE Keyword</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>4</td>
<td>4</td>
<td><a href="http://127.0.0.1/wSDL/Price">http://127.0.0.1/wSDL/Price</a></td>
<td>TARGETNAMESPACE Value</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>5</td>
<td>5</td>
<td>[<a href="http://www.w3.org/2000/xmlns/%5Dimpl">http://www.w3.org/2000/xmlns/]impl</a></td>
<td>NAMESPACE Abbreviation</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>6</td>
<td>6</td>
<td><a href="http://127.0.0.1/wSDL/Price-impl">http://127.0.0.1/wSDL/Price-impl</a></td>
<td>IMPL Value</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>7</td>
<td>7</td>
<td>[<a href="http://www.w3.org/2000/xmlns/%5D/apa">http://www.w3.org/2000/xmlns/]/apa</a>...</td>
<td>NAMESPACE Abbreviation</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>8</td>
<td>8</td>
<td><a href="http://xml.apache.org/xml-soap">http://xml.apache.org/xml-soap</a></td>
<td>APACHESOAP® Value</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>9</td>
<td>9</td>
<td>[<a href="http://www.w3.org/2000/xmlns/%5Dtns">http://www.w3.org/2000/xmlns/]tns</a></td>
<td>NAMESPACE Abbreviation</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>10</td>
<td>10</td>
<td><a href="http://127.0.0.1/wSDL/Price">http://127.0.0.1/wSDL/Price</a></td>
<td>TNS Value</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>11</td>
<td>11</td>
<td>[<a href="http://www.w3.org/2000/xmlns/%5D/wxsd">http://www.w3.org/2000/xmlns/]/wxsd</a></td>
<td>NAMESPACE Abbreviation</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>12</td>
<td>12</td>
<td><a href="http://schemas.xmlsoap.org/wsd/">http://schemas.xmlsoap.org/wsd/</a></td>
<td>WSDL Value</td>
<td>3WheeledAuc</td>
</tr>
<tr>
<td>13</td>
<td>13</td>
<td>name</td>
<td>ATTRIBUTE NAME Keyword</td>
<td>3WheeledAuc</td>
</tr>
</tbody>
</table>

Fig. 5. List of WSDL Keywords after analysis

Since we perform the mapping only for discovery purpose, the only part of the WSDL files that we are interested in, is its capability section as shown in Figure 3. Since the Goals of requestor will be designed by developers at the client end and thee interface section is need only when the mapped WSML services are to invoked, executed or used in composition of web services. Though ontologies are useful by their presence, they are not very essential to the actual service discovery. Hence the formation of ontology from WSDL Type elements is given a lower priority now and is planned for the next phase of this work.
The mediators on the other hand are used to resolve inconsistencies only and in no way hinders the service discovery process, unless there are heavy inconsistencies in the mapping process. In such a case the mediation process alone can be daunting task and hence it has been excluded as out of scope for this work.

The performance measures used for testing the efficiency of the proposed system is derived by comparing the measures of existing vs. proposed system. The amount of time and resources spent in the overall proposed system process for obtaining the same evaluation results that can be obtained using the existing system needs to be compared. The efficiency of the WSDL-WSMO mapping can also be compared by using the native service based discovery engine results as the benchmark. Such parameters include,

- The amount of time and system resources like memory, processing speed, storage used for processing the WSDL input file.
- The time and resources spent by both humans and computers for adding the necessary semantic details to the service.
- And finally, the time required for obtaining the correct results from the service discovery process and the accuracy of the services discovered with respect to the user’s requirements.

Evaluation Parameters for measuring the performance of the proposed system are discussed below: The ultimate result of the proposed system is the resultant semantic WSML services discovered for the given user request. Therefore, the accuracy of the relevant results returned is the major parameter for performance measure. This parameter value may be obtained by testing the system against known queries and known correct results. So, the performance gain factor PG of the proposed system is given by,

$$\text{Performance Gain Factor} = \frac{A_{PS}}{A_{ES}} \tag{Eq. 1}$$

In the above formula, the value $A_{ES}$ represents the accuracy of the existing system, while $A_{PS}$ represents the accuracy of the proposed system. The accuracy of both the systems can be defined in general as,
\[ Accuracy (A) = \frac{R_c}{R_t} \]  
\hspace{1cm} (Eq. 2)

Where, \( R_c \) is given by number of results returned correctly and \( R_t \) is the total number of results that were returned in response to the user query. The next major parameter is the overall Execution Time (T), which is given by,

\[ T = T_a + T_p + T_r \]  
\hspace{1cm} (Eq. 3)

(i.e.) Time \( T \) is the sum of Access time of WSDL from repository (\( T_a \)), Processing time for getting semantics \( T_p \) and Retrieval time of WSMO files from repository \( T_r \).

Apart from the above parameters, the storage size in the Memory and Hard Drive before and after processing and the amount of CPU utilized during the process also affect the performance [14] and should have a value less than the conventional, manual conversion systems.

The Figure 7 shows a comparison of the percentage of relevant result results returned using the service discovery mechanism available in the WSMT toolkit under the WSML-rule scheme. Since our proposed system’s enhanced service discovery module is a work in progress, this existing discovery mechanism was used as an intermediary benchmark.

The dataset consisted of traditionally created native WSMO services for the first iteration and the mapped WSMO services for the second iteration. Finally both these sets of services were taken together as the source repository of services to which the discovery mechanism was applied. The queries used in all three scenarios were same and all available WSDL and WSMO services under the required domains were utilized.

From the graph in Figure 7, it can be clearly seen that there is a remarkable correlation between the overall results returned in all the three scenarios except for queries 2 and 3, which reflects in the overall performance of the proposed scheme as well for those same queries.

But the major inference to be obtained from this evaluation is that the number of relevant services that are discovered for each query is increased substantially, thereby providing more choice in the selection of desired services for the end user by making full use of the otherwise ignored WSDL or WSMO services.

![Fig. 7. Comparison between Mapped and Unmapped Service Discovery](image)

VIII. CONCLUSION

Newer implementations of semantic web services are not replacing the huge repositories of existing web services. Also, re-writing such as huge number of services to incorporate semantics is a resource consuming and redundant task. Therefore, several mapping methodologies are required. The mapping of WSDL to WSMO is proposed here.

Further, the discovery engines used now has room for improvement in several areas. These include: the way the services are organized and stored, the method of search and matchmaking [15] involved and the querying mechanisms involved [16]. So, an enhanced machine learning based Bi-clustering algorithm is used for clustering the services. Also an ordinal classification system has been used to provide the best possible results for the native and the mapped semantic web services.
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