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Abstract 

Software architecture plays a significant role in development of a dependable system. The purpose of regression 
testing is to make the system fault tolerant. The amalgamation of these two, results in the development of a 
robust system. The earlier works uses the conformance technique to instill confidence on implemented system 
with code, architecture and behavior but has not considered many parameters. The present work includes the 
concept of software architecture, system behavior and regression testing to propose a new framework which is 
sure to reduce gaps in the present frameworks and thus improve the system reliability. 
Keywords: Software Architecture; Dependable Systems; Regression Testing; Architecture-Based Analysis and 
Testing. 

1. Introduction 

The advent of object oriented languages and newer design methodology brought concepts like data abstraction 
to the fore-front of software development. The concepts initially labeled as obscure, later went on to become the 
crux of the development process. They also helped in clearly defining the components and depicting the 
interaction between them. This was important as many studies blamed these interactions as the major cause of 
failures [1]. To understand the system, we need to understand the parts of system as well; though abstraction 
hides the inner details, the communication between units remains essential to bring out the errors. 

 As many studies suggested, testing the system on the basis of test cases generated by unit testing, does not 
always reliably test the overall system. To install the confidence in the robustness of the system, it is essential to 
have test cases which are better than the test cases of unit testing. Betterment is defined in terms of testing the 
flow of data from one unit to another. As per the literature review, the type of tests used to test the system before 
2000 were majorly based on the behavior of units rather than the system. Therefore, such methodologies were 
inapt to handle interaction problem. In such situations software architecture comes to our rescue. Software 
architecture helps us to detect problems which cannot be detected via conventional tests. As discussed earlier the 
designing of software plays a pivotal role in helping achieve the above. The system level and these segment 
level abstraction helps to untangle the knots created due to faults in communication. 

As per the review carried out, software architecture helps in creating early test and hence reduces the cost of 
testing. The work presented intends to amalgamate the virtues of software architecture along with the concept of 
regression testing to propose a technique which is robust and better then the techniques proposed till now. 

The paper is organized as follows. The second section of the paper presented the concepts of the literature 
review, the third section presents the premises of the paper and its goals, the fourth section proposes the 
technique. The last section presents the conclusions.  

2. Related work 

An extensive review was carried out in order to understand the intricacies of the techniques which we wish to 
use. The following section gives a brief overview of the techniques studied.   

According to Muccini [1], testing is needed to increase the dependability of the system. The previous techniques 
have shown the application of conformance testing to achieve the confidence on the implemented system in 
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their expected behavior and architecture level. The work by H.Muccini [1] applied regression testing at software 
architecture level to reduce the cost of retesting the modified system. It may also be noted that, SA based 
analysis methods can be used in various scenarios like deadlock detection, performance analysis, component 
validation. SA based testing method check conformance of the implementation behavior and compare it with SA 
level specifications of expected behavior. Muccini [1] provides a technique to reuse previous information to get 
conformance of modified implementation with respect to the modified or initial architecture.  
According to work by  D.S. Rosenblum [11], The regression testing for analyzing the system during its life time 
is very expensive. The interaction between the components, however, can help us to reduce this cost. For a 
software system, the aim of Selective regression testing strategies to choose subset of test cases from previously 
run test cases, based on information about the changes made to the system to create new versions. In the paper 
some computationally efficient predictors of the cost-effectiveness of the two main classes of selective 
regression testing approaches are presented. In the work proposed by Mary Jean Harrold [2], which is based on 
the specification of software architecture, it was observed that the amalgamation of SA proves very effective in 
terms of cost and time. The software architecture testing focuses on the cost of the software while other 
techniques focus only on development.   

Another work by M. J.Harrol [2], provides an approach that uses the integration of code level regression testing 
with architecture based regression testing. It uses the selective testing for the architecture based regression 
testing and code level regression testing. It is based on comparing nodes of the two graphs, where the first graph 
represents the program and the second one represents the modified version of original program. The work 
provides a novel approach for regression testing at architecture level by comparing both graphs. 
The work by A. Bertolino [14] also affirms the use of Software Architecture in testing. The work also confirms 
the effect of SA on implementation. The paper proposes the extended approaches to SA bases testing. It shows 
how a architectural style conform the mapping among SA based and code based test cases. According to the 
work, Software Architecture can be used for code conformance testing and to check if implementation fulfills to 
its specification at the SA level. This paper extends the previous approaches to software architecture based 
testing and how a specific architectural style which supports implementation and facilitates the mapping among 
SA-based and code-based test cases can be used to deliver a completely systematic SA-based testing approach. 

3.  Background 

3.1.   Premises of the paper 

The proposed technique is based on the concept of Muccini [1]. In the work, Software Architecture 
Specification (SAP) has been taken as base and the behavioral model of the software serves as a test oracle. As 
per the above work, topology is described in terms of components, connectors, and configurations. This is 
followed by the application of SA behavioral.  

The above is followed by seeing SA in a way so that non relevant actions are hidden. This helps in the 
abstraction of state machine based model. This generates what is referred to as, Architecture Level Test Cases 
(ALTC), which is based on the audit sequence of events. So as to accomplish the above task the mapping 
function is used which maps SA level function tests to code level tests. 

3.2.   Goals 

The goals that are to be accomplished by the proposed technique are as follows:  

The first goal is to use the existing implementation-level test cases test the conformance between modified code 
and the architectural specifications. It is to test the conformance of a program with respect to the system, while 
reusing previous test information for selective regression testing, thereby reducing the test cases. 

The second goal is to reuse architecture-level test cases to test the conformance of the source code with respect 
to the evolved software architecture. 

The first goal is accomplished by generating a control graph and comparing the previous graph with the new 
graph. So as to facilitate the task, the information so as to how a graph is traversed is stored. Test cases selection 
for the new program P’ with the help of test history and graph comparison, is then carried out. The concept 
relies on integrating code-level regression testing with architecture-based regression testing. Selective testing 
technique is used for code-level regression testing and for architecture-based regression testing also. The test 
cases are generated on the basis of software architecture. The expected behavior and the history is then mapped 
with the output. In the conformance testing we generate graphs for both the program and the changes in the 
programs. On the basis of comparisons between the old graphs and new graphs, the changes are recorded. The 
techniques developed earlier are not suitable because it is possible that changing the program might not result in 
the change in the graph. There can be many more such scenarios. If there is a change then that change may 
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affect the software architecture but not the behavior. Moreover, it is also possible that change in one part of the 
program may effect on other part of program due to coupling [15]. Previous technique has neglected the above 
issues. 

The work intends to, merge software architecture concepts with a concept of regression testing to propose a 
novel technique. The technique is being tested by a set of programs. In the proposed technique, the software 
architecture of the program will be studied and the purposed technique will be used to find errors. The concept 
will be compared with a technique purposed in the work by Muccini [1]. A set of 20 programs is selected, 
divided into three categories small, medium and large programs.   

4.  Purposed Technique 

The section proposes a new framework which clubs together the best of worlds, regression testing and software 
architecture. The proposed work is different from the base work since it also takes into account the behavior and 
not just the abstract model.  

4.1.   Software architecture based regression testing with behavioral blent 

Step1: SA specification. SA based conformance testing start from behavioral specification of SA and topology         
of SA. In the SA structure topology describes the components, connectors and configurations. For describing the 
topology we use ADL (Architecture description languages) and TS (transition system) is used for describing the 
SA behavior. 

Step2: Testing Criterion. There are many events in model and sequence of these events is defined as ATC 
(architecture-level test cases). Designing architecture level test cases calls for checking the specifications and 
also checking the behavior of the model. In this step the portions, which are to be tested, are identified. The 
interactions between the levels is also seen.   

Step 3:  Test Cases. Changing or adding an extra component can change the behavior. So, a mapping function is 
to be used for mapping the SA-level test case to code level test cases. This also checks the behavior of the 
model. 

Step 4:  Test Execution. Since many test case have been generated, now the next step is to check the result of 
each test case and map the corresponding results.  

The model is depicted in the following figure. 
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Fig. 1 Diagram of SA based regression testing 
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5.  Conclusions 

The work presented above adds a sprinkle of behavioral model to the Software Architecture based Regression 
Testing. The technique is being applied on selected set of programs. The programs have been selected in such a 
way that the technique can be verified by all the categories. The programs selected therefore are professional 
applications and some algorithm implementation. The application of the above technique to these programmers 
will instill the confidence on the technique.  

It may be noted that the above work re-affirms the fact that the exclusion of behavior from the model, is not 
justified. The complete verification and validation will instill the confidence in the technique.     
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