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Abstract— Software Engineering like all other engineering professions has metrics and Software metrics 
are increasingly playing a central role in the planning and control of software development projects [2]. A 
software metric is a measure of some property of a piece of software or its specifications. These can be 
used to take meaningful and useful managerial and technical decisions related to cost, effort, time. 
Although the use of metric doesn’t ensure the quality of a product but it can help in improving its quality. 
By analyzing the various research works, it is observed that the major work is either being done in 
comparing the metrics by applying it to various different projects or is in creating a new metric, which is 
the blend of former metrics, but nothing has been done to improve the metrics itself. This research will 
help the current organizations to improve the metric performance by analyzing the factors deduced in 
this research work. 
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I.  INTRODUCTION  

Metrics are used by the software industry to quantify the development, operation and maintenance of 
software. Software Metrics is a Measurement Based Technique which is applied to processes, products and 
services to supply engineering and management information and working on the information supplied to improve 
processes, products and services, if required[1]. They give us knowledge of the status of an attribute of the 
software and help us to evaluate it in an objective way. Thus, incorporating metrics into software development 
process is a valuable step towards creating better systems. The practice of applying software metrics to a software 
process and to a software product is a complex task that requires study of the discipline, and which brings 
knowledge of the status of the process and / or product of software in regards to the goals to achieve. Two of the 
time-honoured and popular software metrics have been Cyclomatic Complexity and LOC (lines of code)[7]. 
Originally, these measures were defined for the procedural programs and then in later stages they were 
incorporated for object-oriented systems. Cyclomatic complexity measures the amount of decision logic in a 
single software module[5] and LOC measures size of a module/program by counting the lines in the particular 
source code.  

At the moment the major work in this field been done is either in comparing the metrics by applying it to 
various different projects or is in creating a new metric, which is the blend of former metrics, but, nothing much 
is been done in improving the metrics. We all know that a metric shows different results when applied in static 
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environment than when applied in dynamic environment, but, the factors behind it are not known yet. Thus, We 
are proposing an approach oriented towards analyzing the factors behind the cause of deviation of results. 

The rest of the paper is organized as follows : Section 2 describes the Static and Dynamic analysis 
perspectives. Section 3 discusses about the research methodology. Section 4 details the experimentation and 
evaluation results with necessary tables and graphs and Section 5 concludes the paper along with the future work. 

II. STATIC AND DYNAMIC ANALYSIS PERSPECTIVES 

Analysis is about problems rather than solutions, discovery rather than invention, questions rather than 
answers, multiple perspectives rather than one. In Software Engineering analysis is basically done in following 
two ways: 1) Static Analysis 2) Dynamic Analysis. 

A. Static Analysis 

Static analysis, as by the name depicts, means the analysis of the code in static environment. Static code 
analysis, is a method of computer program debugging that is done by examining the code without executing the 
program[6]. It provides the basic understanding of the structure of the code and this can help in ensuring the code 
to be of industry standards. Static analysis involves no dynamic execution and can detect possible faults such as 
unreachable code, undeclared variables, parameter type mismatches, uncalled functions and procedures, possible 
array bound violations, etc.[8]. The compiler generated errors are basically the results of static analysis of that 
code, and information of these syntactical errors proves very valuable during maintenance and debugging work. 

B. Dynamic Analysis 

Dynamic analysis means the analysis of code in dynamic environment. A dynamic analysis measures the 
efficiency and effectiveness of software testing by monitoring the software system during its execution phase[4]. 
The objective is to find errors in a program while it is running, rather than by repeatedly examining the code 
offline. In order to implement it, a software system with operational version is necessary, and In static analysis, it 
should be taken care of that analysis only deals with the structure and development of the software source code, 
and no running code module must be there in it. 

III. RESEARCH METHODOLOGY 

 After reading various research papers, the basic trend observed was of either proposing a hybrid metrics or 
creating a new metrics on a whole. Hybrid metrics focused at joining two or more highly efficient metrics, as in 
[9], various new metrics and their formulas are specified.  
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There are some other approaches also, that led towards creating a metric calculating tool to speed up the 
process of metrics value generation, as in [10], a new software metric analyzer is created, which eases the task of 
finding a particular metrics value. But in all the methodologies, there was no consideration on improving the 
metrics by any means, Hence, we are proposing a way of improving metrics performance. 

The Fig 1 is self explanatory in terms of explaining the methodology to be followed in the way to propose a 
new approach towards enhancing the metric performance, and gives the brief idea of what is to be done.  

IV. BIFURCATING FACTORS BASED ON EXPERIMENTAL RESULTS 

The developed c++ code is statically analyzed using two different tools and the values obtained after the 
process are as follows : 

 
Fig 2: Results obtained from tool CCCC 

From Fig 2, the values of first part of static analysis performed on code are recorded, which figures out the 
number of modules in the code to be 5, with 480 lines of code and McCabe’s cyclometic complexity number to 
be 68 for the whole code. The values recorded in the second part of analysis are specified in figure 3.   

Both the experiments conducted are on the same set of code generated the value of maximum complexity to 
be 15, maximum depth of statements to be 7, average depth to be 3.02 and average complexity is recorded. The 
results obtained was used to draw a kiviat graph to unriddle the interrelation between the various factors and a 
block histogram to understand number of statements with similar the block depth. 

 
Fig 3: Results obtained from tool SourceMonitor. 

A Kiviat diagram is used to graphically represent and compare multiple entities and then to evaluate them 
against more than two variables, which gives it an edge over other charting and graphing techniques. and a Block 
Histogram allows us to see distribution of numeric values in a data set. The x-axis is divided into 'bins' that 
correspond to value ranges. Each item in the data set is drawn as a rectangular block, and the blocks are piled into 
the bins to show how many values in each range.  
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Table 1. Metrics details for the written code. 

Parameter  Value 

Project Name CODING.cpp  

Checkpoint Name Baseline  

Percent Lines with comments 1.8 

Classes Defined 3 

Methods Implemented per Class 4.00 

Average Statements per Method 23.1 

Line Number of Most Complex 
Method 

118 

Maximum Complexity 15 

Line Number of Deepest Block 375 

Maximum Block Depth 7 

Average Block Depth 3.02 

Average Complexity 4.93 

Functions 2 

 

Thus the kiviat graph in Fig 4 depicts the inter-relation between %comments, Average complexity, Average 
Depth, Maximum Depth, Maximum Complexity, Average Statements per Method and Methods per class, formed 
from the above values from Table 1 is as given below : 

 

 
Fig 4: Kiviat graph 

 

Table 2. Number of statements corresponding to the block depth 

Block Depth Statements 

0 14 

1 50 

2 80 

3 76 

4 103 

5 41 

6 14 

7 1 

8 0 
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9+ 0 

 

The Table 2, provides the information of number of statements with a particular depth of block, like, number 
of statements having block depth of 4 are 103, etc. Hence formulated block-depth histogram in Figure 5 is as 
under : 

 
Fig 5: Block histogram of Statements vs Depth 

After analyzing this code, a similar program with same line of code but with more number of modules and 
more number of comments was evaluated using the same tool and same process. But, there was a change in 
resulting values, the complexity factor of the second code was increased. Although the number of lines of code 
remained the same, but then even the results varied in both the cases, this can be due to increase in number of 
modules and lines of comments, that, there was an increase in complexity factors of the code. . 

V. CONCLUSION 

The above conducted experiment leads to the results that the changes made in code  to enhance the 
functionality, do affects the other factors. Like in above experiment, number of modules was increased 
symbolizing the increase in to use the modular approach, the modular approach do increases the flexibility of 
the code and increasing the reusability, but the dynamic analysis of the code proves the add on the cost in terms 
of increased need of memory space and extra time for execution because some modules may partly repeat the 
task performed by other modules[3]. In same way, the line of comments do enhances the readability of the code 
and makes it more easy to understand the code for the developer after some period of time or for the third 
person. But it should be in some ratio as excessive use of LOC increases the compilation work as all the 
commented lines to be checked and skipped which do consumes a unit work of time. The other affected factor in 
above experiment was complexity. Now effects of increased complexity at the run time can be evaluated by 
profiling and figuring out the factors behind the deviation from static environment. 

Hence, we propose the future work to generate the results in dynamic environment, and then perform the 
comparative analysis of the new results with the current obtained results of static state to find the factors that 
cause the deviation in performance in both the states and then to use those new factors to enhance the 
performance of the metrics. 
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