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Configuring the micro controller with large number of pins is tedious. Latest Infineon microcontroller contains more than 200 pins and each pin has classes of signals. Therefore the complexity of the microcontroller is growing. It evolves looking into thousands of pages of user manual. For a user it will take days to configure the microcontroller with the peripherals. We need an automated tool to configure the microcontroller so that the user can configure the microcontroller without having in depth knowledge of microcontroller. By having just basic knowledge of microcontroller the user can configure the microcontroller. In this paper we discuss the way in which the tool can be developed and the design of algorithm is discussed here. Thus, we can come up with a micro controller pin configuration tool which will make the user configure the microcontroller in few minutes which will perhaps take days to configure for a skilled hardware engineer.

Index terms- Graphical pin assignment, configuration tool.

INTRODUCTION

The current challenge is the high level of complexity present in the high end Infineon microcontroller. The high end microcontroller contains more than 200+ pins and each pin can be configured with 10-15 different types of signals and each signal has different classes of strength. It is humanly very difficult to manually configure the microcontroller. Therefore we need an intelligent tool which can do all of the above things and make the user easily configure the microcontroller. Currently there are tools available in the market. But in this paper we discuss about the tool which is very user friendly and rich in functionalities. The tool comes up with easy to use options and very intuitive so that with minimum number of clicks we can complete configuring the microcontroller. The tool is developed to configure only the Infineon microcontroller. The tool is designed keeping Infineon microcontroller in mind.

1. SYSTEM MODEL

I. Architecture

The System comprises of two parts. It is depicted in fig.1. One is the front end and the other is the backend. The front end consists of user interface (UI) model. The UI model is well designed and well structured so that the user can configure the microcontroller using the tool in a easier way. We try to make the UI model very elegant, consistent et al.

The back end is the solver part. The solver is an algorithm which makes decision has to whether the microcontroller pin can be connected to driver pin or not. The decision is taken by the solver in runtime. It takes the decision by running up through many queries and checking the values of the registers, previously set values and many other facts. Optimising the algorithm will make the tool better. Much of time has to be spend to optimise the algorithm with innovative techniques.

The user selects the driver pin and the microcontroller pin which he wishes to connect. Then tells the system to solve it for the user. The tool runs a complex algorithm to solve the user’s query. The proposed plan for writing the algorithm depends upon the requirements of the microcontroller and requirement of the applications on the microcontroller device.

Each Microcontroller will have constraints. The constraints are devised as connectivity. Only a particular pin of microcontroller can connect to particular pin of driver. For example a pin of driver can be connected to a predefined set of microcontroller pins. It cannot be connected to any other set.
Before connecting the pins the user can check the connection possibility. Checking of the connection possibility takes less time compared to actually connecting the pins which makes the tool faster. Perhaps, the input parameters for the solver is the signal name and pin number of the microcontroller, the signal name and pin number of driver and type of query. There can be two types of Connections. Checking the connection and the other is connecting the pins which modifies the solver database.

The Microcontroller and Driver in fig 1 represent the user interface part. The user interface is developed in Eclipse. It is very important to develop the application tool in Eclipse. The Microcontroller Pin Configuration Tool is a very sophisticated and complex tool. It has a complex algorithm and contains lot of logic. Perhaps, the tool is highly scientific and we need a suitable platform to develop the tool.[1] Therefore we go for Eclipse. Pin Configuration tool is high performance tool. It is a long process to develop the tool. We need support for multiple runtime, multiple debugging and versioning support. It is packed with eclipse.[1]

The solver database is realised as a XML (Extensible Markup Language). The XML is simplest of data store which the user can think of [2]. All the microcontroller information is stored in XML file. As the user configures the microcontroller the state of XML file changes. The changes means that the defined register values stored as XML tags is modified. Therefore current state of the microcontroller can be known by reading the XML file.

![System model of Configuration tool.](image)

These are called as constraints. These constraints will be defined as variables and values. The process of configuration goes recursively [3]. Initially the available pins are shown through constraints. It is kind of mapping where there is 1:n mapping between a driver pin and a microcontroller pin where n is a positive integer whose size will never become more than half the total number of pins in the whole microcontroller. When the pins are selected then the available pins will be reducing and the pins will be configured. The user will also be setting some more parameters apart from the selection of pin such as frequency, baud rate, signals etc.

Once the pins are configured it should be removed from the list of available pins from the constraints to maintain the consistency. The pins can be considered as resources. The tool should never give away all of its resources to less frequently used pins. Therefore the resources should be preserved for high priority pins.[4] When the request is made by the user. The request has to be fulfilled with minimum number of resources. Filling the request with minimum number of resources will make the tool very efficient. Among the pool of microcontroller pins that can be assigned to the driver pin. Priorities as to be set for these pins in the pool. Priorities will be set according to the demand for the pins. Most demanded pin will have the highest priority. Pins should be assigned from low priority to high priority. This kind of arrangement will avoid from poor assignment.

If the user opts for automatic assignment then perhaps the solver algorithms will run many iterations to find the configurations and among the set of configurations it found it will choose the best configuration which will satisfy the user requirements. The choice among the configurations can also be given to the user. The user can choose among the set of configurations. The iteration will be carried out in few seconds so that the user is not delayed.
There can be 2 types of connection.
   a. Check for connection possibility.
   b. Connect.

The first option just checks for connection. It will run few instructions to find out the connection possibility. Intuitively we can notice that checking the connection will take less time when compare to connecting the pins. Since connecting will change some constraint values which takes more time. Whereas checking the connection option will just check for equality. It is called as unification. For example let t1 and t2 be two constraints. t1=t2 can be true or false. If it is true it runs through a set of instructions and if it is false then it runs through some other set of instructions. Most of the code of solver runs with the principal of unification.

Now the procedural program that is written in prolog takes the query has input and runs through the procedure and finds out the solution in no time and gives the output to the user. The user can then proceed with further connections recursively [5].

II. Working of Solver

The solver is designed using Constraint Programming System [5][6]. The constraint programming system is designed using Prolog. Prolog is a constraint logic programming (CLP) which is used for constraint solving mechanisms [7]. Here the problems are allocation of resources, scheduling and giving priorities. These problems can be solved using constraint logic programming.

Prolog is a procedural language. It takes final decision based on some constraints. Constraint logic programming reduces the development effort. It is easy to design and modify. And an important point to note is, using prolog we cannot store anything. The program written using prolog is just like an algorithm. As we know an algorithm cannot store anything. If given an input to the algorithm it comes out with outputs.

Firstly we define the constraints which will have pairs of objects and values. Objects can be a String, Integer or another object. These objects will also have values. The value will be stored in solver database. During the runtime the value might be changed. When the user selects the peripheral pin, the system gives him a set of microcontroller pins. The user can connect to any of the pins from the set. But one pin of peripheral can be connected to only one pin of the set prompted to the user. The user selecting multiple pins of microcontroller for one pin of peripheral will be invalid and the tool will not allow becoming invalid. This is done to maintain the consistency of the system. The constraints will also have default values. If the user doesn’t wish to configure some pins then the tool automatically configures the pins with the best possible available configuration value. The best possible configuration value shall be decided on run time.

A query is picked up from the user. The query consists of five parameters.

1. Microcontroller pin number
2. Microcontroller signal name
3. Peripheral signal name
4. Peripheral pin number
5. Type of connection.

\[
\text{conn([port,3,pad,0],pad,[ccu6,0,cc,0],cc,Option}).
\]

III. Use Case Model

Use case is the factor which always comes into picture before designing the system. It says how in the world the system is contributing. Fig.2 shows the use case of the system. To start with the user selects the microcontroller among the myriad of the microcontrollers. After the selection, the graphical tool shows a user friendly controls which consists of a microcontroller picture and the driver pictures which closely relates to the real world components. We do this so that the user is close to the hardware virtually. The features are added with Eclipse Modelling Framework (EMF) which has a rich set of graphics as their package [7]. The drivers are
added from the list of drivers shown in the UI. Once any driver is selected a transition effect is shown in the UI which puts the driver inside the microcontroller picture. The user can then configure the pins of the pads and solve for the connection. Once the configuration of any peripheral gets completed then the user can remove the driver from the UI and put back into the list of drivers. Since there are many drivers, placing everything inside the microcontroller component is very difficult. Thus, we go with the above procedure. He can repeat the process intuitively so as to configure the drivers according to the user requirements and according to the applications required by the user.

It is not necessary for the user to solve the pins individually. All the pins can be connected and all the connections can be solved at a time. When all the connection are set and passed the query then the input to the solver is the array of requests. The solver solves the array of requests sequentially. The conflicts raised during the configuration are popped up to the user and other options that the user can choose to resolve the conflict is shown intelligently.

User friendlessness is given a top priority when developing the tool. The tool is given as easy to access, easy to use, easy to understand and less complex. The tool is given with rich graphics which removes the traditional graphics of C++ and C# language. JAVA is used for creating the tool. JAVA contains plug-in which provides good graphics. Some of the plug-in are:-

- SWT
- JFace
- Draw2d
- Zest
- Nebula

These plug-in provide rich graphics to the tool. Firstly functionalities are well tested and checked for perfection and then the graphic tool is well designed and groomed. Giving an excellent design without that of functionality will fail the system.

The user has to configure the remaining of the section as intelligently as possible so that the user gets the expected result from the tool. Many Artificial Intelligence methods or algorithms have to be used so that the working of tool is very close to the user manually configuring the tool.
The system is scalable. That is at any point of time the microcontrollers can be added in the tool. Newest microcontroller comes out of the market in no time. Therefore with small changes in the tool, it has to work for the new microcontrollers. The changes are done in GUI and the solver database. Two separate databases are used in the system. An abstract database for the user interface which contains the necessary information so that the microcontroller and drivers are shown in the controls. A full database which the solver uses to solve the user queries. It consists of full state information of microcontroller.

Blocked pins are shown in the UI tool and we make sure that the user does not go for configuring the blocked pins. Therefore we show the blocked pins in different colour saying the user that these pins are untouchables.

At any point the user can reverse the process. He can undo the process of configuring. Undoing will be useful when the pins are conflicting. That is the pins are in a tie and the tie has to be untied. The tie can also be broke by the tool which employs artificial intelligence and heuristics to break the tie.

Once the pins are configured then the user can generate the C code. If the user is adjusted with the tool then the whole process of configuration can be completed in few minutes.

3. FUTURE WORK

The system has to be rich. Many other features has to be added. One of the important features is automatic pin configuration. The user may do half of the configuration and rest leave it to the tool. The tool should be scalable to all future microcontrollers. With minimum changes the tool has to work with new microcontrollers.
4. CONCLUSION

This tool aims to solve major problem faced by embedded software/Automotive Applications Development Teams in Automotive domain. Generally silicon vendors like Infineon spends lot of money/effort in supporting customers for pins assignment and resource management. This tool is planned to apply innovative approach to solve this problem. This is one of unique projects in the industry. The tool could be also extended to a more fully automated prototype platform generation system.
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