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ABSTRACT: 
 
               In this paper, we propose an analytical 
model for component-based heterogeneous software 
architecture reliability and a method to find the 
solution for finding the optimal reliability of the 
overall software system according to the reliability of 
each component, the operational profile, and the 
architecture of software.  Our approach is based on 
Markov chain properties and architecture 
perspectives to state view transformation in order to  
compute the reliability on heterogeneous  software 
architecture consisting of various styles. 
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1.  INTRODUCTION:  
 
               Software reliability is one of the key metrics 
for determining the quality of software.  It is often 
defined as the probability of a failure-free operation 
of a computer program within a specified exposure 
time interval.  Most of the analytical models, 
developed for measuring reliability, focus on 
observing the behavior of software, based on an 
operational profile and not on software architecture.  
Software architecture is defined as the structure of 
software at an abstract level, consists of  a set of 
components, connectors and configurations.  Modern 
software often embodies complex heterogeneous 
architecture to achieve multiple quality requirements, 
such as the use of a parallel architecture to increase 
performance and/or introduce a back-up component 
to provide fault tolerance.  Recent research efforts 
have been focused on the development of approaches 
to predict the reliability of a software application 
taking into account its architecture.  

 
Fig 1. Classification of architecture-based software reliability 
models 

 
 
2.  COMPONENT-BASED RELIABILITY: 
               Goseva-Popstojanova et al. classify the 
existing architecture-based models into three broad 
categories: state-based, path-based, and additive. 
State-based models use the control graph to represent 
software architecture, and predict reliability 
analytically. Path-based models compute software 
reliability considering the possible execution paths of 
the program. The execution paths may be determined 
using simulation, by executing the application, or 
algorithmically. Additive models assume that each 
component reliability can be modeled by a non-
homogeneous Poisson Process (NHPP), which leads 
the system failure process to be NHPP with 
cumulative number of failures & failure intensity 
functions that are the sums of the corresponding 
functions for each component.  Additive models do 
not consider the architecture of the application 
explicitly.  The broad classification of architecture-
based software reliability models is shown in Fig. 1. 
  
             The state based model can be thought of as 
follows.  The state diagram is usually used to depict 
the system behavior.  The node Si represents system 
state i and the transition from state Si to Sj is 
represented by a directed edge (Si, Sj) and an 
example of state diagram is given in Fig 2 below: 
 
 
 
 
 
 
 
 
 
 
Fig. 2. The state diagram 

 
The software architecture reliability model usually 
utilizes Markov chain to compute system reliability.  
Based on Markov chain properties, the transition 
between states is assumed as a Markov process.  Let  
Ri denote the reliability of the component Ci, and Pij 
represents the probability of transition from 
component Ci to its successor component Cj .  Based 
on this the transition matrix M (Fig3) is defined as 
given below, and the connector reliability is taken 
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into account, so that Pij could be adjusted as the 
original transition probability multiplied by the 
reliability of the corresponding connector.   
 
                C1   C2   C3    ……    Ci  ……  Cn-1   Cn 
 
        C1   0       R1P12   R1P13      …………    R1P1i  ………..  R1P1(n-1)      R1P1n     

        C2  R2P21         0       R2P23      …………    R 2P2i  ………..  R2P2(n-1)     R2P2n                              
        C3  R3P31     R3P32      0          ………….   R3P3i  ………..  R3P3(n-1)     R3P3n 

M =  .         .      .     .       …………       .       ………..    .                 . 
         .         .      .     .       ………….   .     …..…...  .          . 
         Ci   RiPi1   RiPi2  RiPi3   ……….….        0       ………..  RiPii(n-1)     RiPin 
          .         .      .     .       ………….    .   ……..…    .        . 
          .         .      .     .       ………….    .   …..……    .        . 
     Cn-1  Rn-1P(n-1)2 .    .       ………….  Rn-1P(n-1)i  ……     0      Rn-1P(n-1)n 
       Cn        RnPn1    RnPn2   RnPn3   ……….....   RnPni   ………      RnPn(n-1)        0 
 
Fig. 3. The Transition Matrix 

 
 
3.  RELATED WORK:  
 
              In his work, Roshanak Roshandel [17] 
discussed  the uncertainty of the execution profile is 
modeled using stochastic processes with unknown 
parameters, the compositional approach to calculate 
overall reliability of the system as a function of the 
reliability of its constituent components and their 
(complex) interactions and sensitivity analysis to 
identify critical components and interactions will be 
provided. Lance Fiondella and Swapna S. 
Gokhale[18] considered  the estimation of software 
reliability in the presence of architectural 
uncertainties and presented a methodology to 
estimate the confidence levels in the architectural 
parameters using limited testing or simulation data 
based on the theory of confidence intervals of the 
multinomial distribution. The sensitivity of the 
system reliability to uncertain architectural 
parameters was then quantified by varying the 
parameters within their confidence intervals.  C. 
Smidts[19] presented an architecturally based 
software reliability model and underlines its benefits. 
The models based on an architecture derived from the 
requirements which captures both functional and 
non-functional requirements and on a generic 
classification of functions, attributes and failure 
modes. The model focuses on evaluation of failure 
mode probabilities and uses a Bayesian quantification 
frame work. Leslie Cheung and  Leana Golubchik 
[22] discussed representative uncertainties which 
have identified at the level of a system’s components, 
and illustrates how to represent them in the  
reliability modeling framework.  
 

4.  HETEROGENEOUS ARCHITECTURE 
RELIABILITY: 
             The main objective of this study is to 
compute the reliability of components-based 
heterogeneous software systems which may be 
comprised of various architectural styles.  The 
architectural styles include sequential, parallel, fault 
tolerance and call-and-return styles.  Most of the 
architectural styles can be viewed as the extension of 
these four basic styles and hence our study. In order 
to utilize the Markov model, a transformation for 
each architectural style from an architecture view to a 
state view is introduced.  Based on the transformed 
view, the  transition matrix M can be refined to 
obtain the style-based software reliability.  The 
transition matrix M for various  styles can be defined 
as follows: 
  
1. Sequential Style:  There are  k components 
executed in a sequential order and there will be k 
states.  
         M(i, j)  =  Rj Pij   when  Si can reach Sj directly 
                      =  0   otherwise 
               Where M(i, j)  is the probability of   
               successful transition of reaching state Sj  
               from Si. 
 
2. Parallel Style: Components are commonly 
running simultaneously and for k components, the 
transition matrix can be obtained as: 
              M(i, j)  =  Ri Pij,   where Si not in  Sp 
                           =  ∏ Rn Pnj , where Cn � Si,  Si in     
                        Sp and for 1 ≤  i, j ≤ |S|   &  1 ≤ n ≤ k  
                           =  0, Si can not reach Sj 
               In this case, the executions of the 
components C2 to Ck-1 are congregated into the state 
Spl which is an element of the parallel state set Sp.  
There are k components in which l = k-2 components 
are running concurrently into the same state; 
therefore, the total number of  states is k-l+1. 
Because of the characteristics of  parallel style, the 
transition probabilities from component C1 to 
components C2, C3, … and Ck-1 are all equal to P12, 
which is now the transition probability from state S1 
to Spl.  For  convenience, we introduce {Si}, which 
returns the row number or column number of state 
variable Si in a matrix. Entry M({Spl}, {Sk}) 
requires that all the components from C2 to Ck-1 in 
state Spl perform successfully and finally reach Sk. 
Because the component reliabilities and transition 
probabilities are all independent of each other, the 
value of M({Spl}, {Sk}) is equal to ∏ Rn Pnj (where 
n varies from 2 to k-1) which is the product of all the 
component reliabilities in this state and the transition 
probabilities from  components C2, C3, …., and Ck-1  
to component Ck, respectively.   
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3. Fault Tolerance Style:  This style consists of 
a primary component and a set of backup 
components, which may be used when one of  the 
primary component fails.  We assume that all backup 
components have the same probabilities as the 
primary components.  Assuming K components in 
which l = k-4 components running as fault tolerance 
in the same state, the total number of states is k-l+1. 
The transition matrix can be constructed as follows: 
M(i, j) =Ri Pij, where Si not in Sb 
           =Ra1+ Σ { [ Π(1-Rm) , m=a1 to q-1] Rn, for q 
= a2 to ar} where Si in Sb and Si includes Ca1 to Car 
           = 0, where Si can not reach Sj; for  1  ≤   i, j  ≤  
|S|   &   1  ≤  ar  ≤ k 
The transition probabilities from component C1 to 
components C2, C3,.. and Ck-3 are all equal to P12, 
which is now the transition probability from state 
S1to Sb1 (because concurrent characteristics of fault 
tolerance style is similar to parallel style). However, 
state S3 improves the reliability only when state S2 
fails.  Similarly, state S4 enhances reliability when 
both states S2 and S3 fail.  Thus the reliability of 
reaching states Sk-1 and Sk-2 from S1, we have to 
consider when state S2 is always active, when state 
S2 fails but S3 is active, and so on.  By induction, 
entry M(1, {Sbl}) is equal to R2 + Σ { [ Π(1-Rm) , 
m=2 to n-1] Rn, for n = 3 to k-3} 
4. Call-and-return Style: In this models, the 
execution of one component may  request services 
from other components before transferring its 
complete control authority to others and like client-
server style.  Therefore, the called components may 
execute multiple times with only one time execution 
of the calling component.  Assuming there are k 
components, the total number of states is therefore K.  
The transition matrix M can be constructed as 
follows: 
M(i, j)  =  Ri Pij, where Si can reach Sj 
             =  Pij, where Si can reach Sj for 1 ≤ I, j ≤ k 
and Sj is a called component 
             =  0, where Si can not reach Sj 
 

 
 
   2.   Parallel Style: 
        (a) Architecture View: 
                                              R2        

 
                              P12                        P2k                                 
                    R1                                              Rk 

                  
 
 
 
          (b) State View: 
                                                   Sbl     

 
                             P12                      ΠPnk 

 
 
 
 
 
    3.  Fault Tolerance: 
            (a)  Architecture View: 
 
                                                   P2(k-2)    
                           P12     

 
 
                         R1                                                        Rk        
                                                          Rk-1               

 
              (b)  State View:        
 
                                                    Sbl 
 
 
 
 
 
 
 
 
   4.  Call-and-Return Style:  

5.  ARCHITECTURE AND STATE VIEW OF 
VARIOUS ARCHITECTURAL STYLES: 
1. Sequential Style:  

(a) Architecture View: 
 
                                                                        
                                 P12   
 

                                  

     (a)Architectural View: 
                            R1                       P12            R2 

 
                                                        P22 
                         P13       
                                 R3      
       (b)State  View:             

(b) State View: 
 
 
 
                                R1                 R2                                                                 Rk 

 

 
 
 
 
 
Fig 4: Various Architectural & the corresponding State views 
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6.  THE  RELIABILITY MODEL: 
 

                We have seen  how to compute the 
transition matrix of a system based on a single 
architectural style in the previous section.  For the 
heterogeneous styles, the transition matrix can be 
computed as shown in the following algorithm:  
 

Input: 
 n –the number of components in the 
software 
 Pij  -  the probability of direct state 
transition from state Si to state Sj 
 Ri  -  the reliability of the component Ci 
 Case  -  Different architectural styles, say, 
1for linear, 2 for  parallel,  3  for  fault tolerance and 
4 for call-and-return styles 
 

Output: 
 R –the overall reliability of the entire 
heterogeneous software system 
 

Algorithm: 
 for i = 1 to  n 
  for  j =1to n 
        case = 1 
                                                  if state Si can reach 
state Sj directly then 
                                                        M(i, j) = Rj * Pij 
                                               Else   
                                                              M(i, j) = 0 
        end case 1 
        case  = 2 
   if state Si is not in  the group Sp 
then 
                                            M(i, j) = Ri * Pij 
                                             else if Ck is in Si, Si in 
Sp for I, j ≤ │S│ &  1 ≤ k ≤ n  then 
                                            M(i, j) =  ∏ Rk Pkj 
           else   
    M(i, j) =  0 
       end case 2 
       case = 3 
   if state  Si is not in Sb then 
            M(i, j) = Ri * Pij  

       else if where Si in Sb and Si 
includes Ca1 to Car then 

       M(i, j) = Ra1+ Σ { [ Π(1-Rm) , m=a1 to q-1] Rn,     
                                          for q = a2 to ar} 

                       else if  Si can not reach Sj for     
            1  ≤   i, j  ≤  |S|   &   1  ≤  ar  ≤ k then 

               M(i, j) = 0 
        end case 3 
        case = 4 
        if state Si can reach state Sj then 
                                                 M(i, j) = Ri * Pij  
                else if Si can reach Sj and Sj is a called 

                               component then 
           M(i, j) = Pij 
                else if Si can not reach  Sj then 
      M(i, j) =  0 
                           end case 4 
  next j 
 next i 
compute (the reliability of the overall system using)      
                     R =  (-1)m+1 |E| /  |I - M|   
{where m is the number of columns / rows of the 
computed transitional matrix M in which all the fault 
tolerance components will be treated as a single 
component,  |E|  is the determinant value of the 
transition matrix M after deleting the first column 
and last row  and   |I - M|  is the determinant value of 
the matrix (I – M).} 
 
7.  AN EXPERIMENT: 
 

              An example of on line examination is used 
to validate the correctness of the above reliability 
model.  The fig.5 shows the architecture view and the 
corresponding state view of this system.  The Start 
component is the initial component and the End 
component is the final component.  Basically this 
system is working in sequential  manner in addition 
to the following.  Components  DBMS1 and DBMS2 
are categorized into fault tolerance style where 
DBMS2 is a backup for DBMS1. Components Result 
and help form a call-and-return style.  Based on the 
architecture view and the information of style the 
matrix  M  is given below: 
 
Architecture  view:                                                                            
                            C1                             C3 
 
                                         C2 
     C8                                                         C4 
 
                             C5 
                                         
                                                                           C6 
 
 
                              C7 

State View: 
 
 
 
 
 
 
 
 
Fig 5: The architecture and state views of an online examination 
system 

 
              The reliability of each individual 
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components, and the overall system reliability 
through experiment are given below: 
 
The Reliability of components: 
R1 = 1.0,        R2 = 0.982,     R3 = 0.97,    R4 = 0.96,     
R5 = 1.0,     R6 = 0.996,      R7 = 1.0,   R8 = 0.99 
 
The Transition Probabilities: 
P1,2 = 1.0           P2,3 = P2,4 = 0.99        P2,8 = 0.001     
P3.5 = 0.227       P4,5 = 0.227      P4,7 = 0.669   
P5,2 = 0.048                   P5,6 = 0.951     P5,7 = 0.104      
P5,8 = 0.001       P6,5 = 1.0          P7,8 = 1.0 
                                S1              S2             Sb1           S5            S6             S7          S8    
                   S1          0              1.0               0               0              0               0            0 
                   S2          0                0             0.981           0              0               0         0.001 
                   Sb1        0                0                0           0.2267         0            0.662         0 
       M =     S5          0             0.048             0               0           0.951        0.104       0.001 
                   S6          0                0                0              1.0            0                0           0 
                   S7          0                0                0                0             0                0         1.0 
                   S8          0                0                0                0             0                0           0 
 
Fig  6:  The transition matrix 

 
Here  n = 7 
Based  on the concept of reliability and matrix 
theory,  it  was found that the Reliability of the 
overall system is given by : 
 
                        T(1,n)  =  (-1)n+1 |E| / ( |I - M| ) 
 
where  |I - M| is the determinant of the matrix (I – M)  
and  |E| is the determinant of the matrix excluding the 
first column and the last row of the  matrix (I – M). 
Thus the overall system reliability is  
 
                        R  = T(1, S8)  =  0.559 
 
8.   CONCLUSION AND FUTURE WORK: 
 
                                  In this work, we demonstrated 
the working of COmponent-based Heterogeneous 
Architectural Reliability (COHAR) Model and found 
that it works well within its scope.  The future work 
shall be focused on: 

(i) The sensitivity analysis on the reliability of 
the software architectural changes and 

(ii) Finding the causes for improving the 
architectural reliability. 
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